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TOWARDS QUALITY-AWARE PREDESIGN MODEL 

 
У статті розглядаються основи пілходу до збирання семантики вимог якості у проміжну 
предпроектну модель. Цей підхід є поєднанням технологій Клагенфуртського концептуаль-
ного предпроектування та аспектного предпроектування. Запропоновані додатки дозволяють 
включити до моделі іерархію характеристик якості та подати наскрізні відношини між інте-
ресами якості та основною функціональністю системи. Обговорені деякі напрямки інтеграції 
запропонованої моделі у процесс розробки програмного забезпечення, що керується якістю. 

 
An approach to capturing the semantics of quality requirements into an intermediate predesign 
model is outlined. This approach combines Klagenfurt Conceptual Predesign and Aspectual Predes-
ign techniques. Proposed extensions incorporate the hierarchy of quality characteristics into the 
predesign model and represent crosscutting relationships between the quality concerns and the main 
functionality of the system. Some directions of integration of the proposed model into quality-
driven software process are discussed. 
 
1. Introduction. One of the problems arising while developing an approach to 
incorporate quality-related issues into software process is a problem of finding 
an adequate representation of the semantics of quality requirements before per-
forming design-time activities.  

Following Klagenfurt Conceptual Predesign [12-13, 15] and Aspectual 
Predesign [19-20] approaches, to solve the above problem we propose to estab-
lish an intermediate semantic model (predesign model) residing between quality 
requirements elicitation and conceptual design. Such model has to describe the 
notion of the software quality that can be used on different stages of the soft-
ware process, and capture the quality requirements semantics in a way that can 
be easily understood and verified by the system users. We call this model Qual-
ity-Aware Predesign Model (QAPM). In this paper we outline the main con-
cepts of this model, more detailed description will be included in the follow-up 
papers. 

The rest of the paper is organized as follows. Section 2 gives some impor-
tant background information about software quality and existing predesign 
approaches. Section 3 describes the main features of the proposed predesign 
model. Section 4 is devoted to the integration of the described technique into 
broader context of quality-driven software process. Section 5 concludes the 
paper and shows the directions for future research. 
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2. Background.  In this section, some necessary background information will 
be introduced. 

 
2.1. Quality Models and Quality Requirements. To be able to describe the 
approach for analysis of quality-related information, it is necessary to select the 
notion of the software quality first. In this paper, we limit ourselves to the tax-
onomy approach to representing the product quality [7]. In this approach, qual-
ity is conceptualized as a hierarchy of quality attributes, with top-level attributes 
representing general quality characteristics (like functionality and reliability), 
whereas bottom-level attributes (quality sub-characteristics) representing more 
concrete characteristics (e.g. reliability can be decomposed into fault tolerance 
and availability). This representation forms the foundation for the quality model 
[2, 5-6].  There are many quality models proposed in literature (starting from 
[1]) and standardized by respective bodies such as ISO [9].  

Following [8, 21], we assume that quality sub-characteristics are quanti-
fied via quality measures (indicators). For example, according to [21], “time 
behavior” sub-characteristic can be quantified via turnaround time, response 
time, CPU elapsed time, I/O processing time and several other indicators. 

Indicators form the foundations for quality criteria and quality require-
ments. Every criterion reflects “a single aspect of quality of the system” [9].  
According to [5-6] criteria can be seen as quality indicators connected to the 
particular system artifacts or its operations, e.g. for “response time” quality 
indicator the criteria can be “response time for searching the customer by 
name”, “response time for bank account withdrawal” etc. Quality criteria to-
gether with threshold values form the quality requirements. For example, the 
requirement based on described criteria could look like this: “response time of 
searching the customer by name must not exceed 1 second”. 

Glinz [8] proposed classification of quality requirements introducing the 
concerns (matters of interest in a system) [4], in particular (a) functional con-
cerns related to expected system functionality and (b) quality concerns related 
to quality characteristics defined by some quality model.  After that, the set of 
requirements was decomposed into three main categories: (1) functional re-
quirements related to functional concerns; (2) quality requirements related to 
quality concerns; (3) constraints constraining the solution space beyond what is 
necessary to meet the particular functional or quality requirement. We plan to 
base our model on this classification. 

 
2.2. Handling Quality Requirements in Predesign Approaches. In this sec-
tion, we will outline the approaches to handling the quality requirements in 
existing predesign approaches.  

Klagenfurt Conceptual Predesign Model (KCPM) [12-13, 15] consists of a 
small set of semantic concepts such as thing-type (generalization of class and 
value type), connection-type (representing relationships between thing-types), 
or operation-type (modeling functional services). In this paper, we restrict our-
selves to its tabular representation using glossaries. Though this model is built 
to capture the semantics of all kinds of requirements, non-functional require-
ments treatment is limited by collecting them in the constraint glossary. Each 
constraint (e.g. The System shall process a minimum of 8 transactions per sec-
ond) could be related to at least one constraint type.  In [12] a constraint type 
was a classification of the non-functional requirement (e.g. performance re-
quirement). Since different kinds of classifications exist the constraint type was 
connected to one constraint category (e.g.  “IEEE Std. 830-1993”).  This way of 
connecting constraint categories and constraint types to constraint gave the 
designer more flexibility. He/she was allowed to define any kind of category 
(“IEEE Std. 830-1993”, “My Characteristics” etc). Within this category it was 
possible to collect the types of requirements which belong to it. Once the types 
were defined the designer was able to relate the collected constraints to one or 
more constraint types related to different categories. 

The main goal of an Aspectual Predesign technique [19-20] was extending 
the KCPM to make it able to deal with crosscutting concerns in the problem 
space. It aimed at capturing the semantics of “aspectual” (crosscutting) re-
quirements as defined by aspect-oriented software development (AOSD) termi-
nology [4] into the predesign model (Aspectual Predesign Model, APM) similar 
in its purpose to KCPM. In this model, thing-types are used to represent con-
cerns in AOSD sense, crosscutting behavior units implementing quality re-
quirements (advices, interceptors) are represented via operation-types; pointcuts 
(rules that connect advices to some places in model where they are supposed to 
be called) are represented via modified connection-types. Aspectual predesign 
can be seen both as an extension to the Klagenfurt conceptual predesign that 
allows mapping the aspectual requirements and as an intermediate step of the 
AOSD residing between aspect-oriented requirements engineering and aspect-
oriented modeling.  

The two predesign approaches are complementary. Whereas KCPM repre-
sents quality requirements as constraints and allows user-supplied classification 
of these requirements, APM allows treating the requirements as belonging to 
crosscutting concerns and offers some guidance in separation of these concerns. 
It seems feasible to merge these approaches in a way that makes the resulting 
technique benefit from their advantages. The outline of the possible results of 
this merge is presented in the following section. 
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3. Outline of the Model. Several problems need to be solved during the model 
development: (1) allowing integration of the quality model; (2) extending the 
KCPM metamodel to integrate complete representation of quality requirements; 
(3) implementing the semantic support for separation of quality-related and 
functional concerns; (4) implementing support for relationships between these 
concerns. In this section, we describe our approach to resolving these problems. 
 
3.1. Integrating Quality Models into QAPM.  For allowing a flexible integra-
tion of the quality–related information, we introduce two new semantic con-
cepts for our predesign model: a quality characteristic and a quality model. We 
cannot use existing concepts (such as thing types) for this purpose because they 
represent types of things whereas quality characteristics are instances of the 
particular high-level concept. A quality characteristic is a semantic concept for 
elements from all levels of a quality model hierarchy; quality model represents 
the particular instance of this hierarchy. For quality indicators, their units of 
measurement are values for “value domain” meta-attribute of the quality char-
acteristic. 

Fig.1 contains the fragment of a quality model glossary corresponding to 
the extended ISO 9126 quality model (in particular, the “Efficiency” high-level 
quality characteristic).  

 
id# Name belongs to value domain 

Q04 Efficiency   
Q04-1 Time behavior Q04, Efficiency  

Q04-1-1 Response time Q04-1, Time behavior seconds 
 

Figure 1: Part of the quality model glossary corresponding to efficiency 
 

The reason of storing all the quality model information in the glossary re-
flects the “mixed model” paradigm of the quality model construction [5] mak-
ing possible to tailor already existing quality models for the particular problems. 
In our model, analysts can add or modify quality characteristics and indicators 
of different nature.  

 
3.2. Modeling Crosscutting Concerns and Requirements. In this section, we 
show how our model allows capturing crosscutting concerns and requirements. 

In our model, quality characteristics and sub-characteristics are treated 
(following [8, 16]) as concerns. We also follow [16] in distinguishing the domi-
nant functional concern which controls the decomposition of the system and 
modeling all other concerns (in particular, all quality concerns) as crosscutting 
concerns. As the quality concerns form the primary interest of this paper, we 

assume that the dominant concern is the main functionality of the system. This 
concern defines the decomposition of the predesign model into the set of thing-
types and other KCPM artifacts.  

In this paper, we also assume that quality concerns directly correspond to 
the quality characteristics and sub-characteristics in the accepted quality model 
(e.g. for ISO 9126 quality model the candidate concerns are “Efficiency”, “Us-
ability”, “Time behavior” etc.) As a result, we do not need any special notation 
to represent these concerns; the quality model glossary will serve the purpose of 
quality concern glossary as well. If some quality characteristics are of no inter-
est to the current system, they can be simply ignored in the rest of the model. 

To be able to represent crosscutting relationships between functional and 
quality concerns, we need to decide on a join point model [6] based on captured 
requirements semantics. This model defines the set of all possible places where 
the functionality of the base concern can be extended or replaced with the func-
tionality implementing the crosscutting concern, and, on the other hand, the set 
of all possible model artifacts belonging to the crosscutting concern that can be 
chosen for this extension. The join points in this model are thing-type, connec-
tion-type, operation-type and cooperation-type.  

After the join point model is defined, the next step is to establish the se-
mantics of quality requirements. We propose a constraint to be a semantic con-
cept corresponding to the quality requirement. To reflect the relationship be-
tween base and quality concerns every such constraint will contain the refer-
ences to particular quality concern (quality characteristic) and the element of 
dominant functional concern belonging to the joint point model (KCPM arti-
fact). The QAPM metamodel of quality requirement is shown on Fig.2. 

 

 
 

Figure 2: Part of QAPM metamodel describing the quality requirement as a constraint 
 

The ModelingElement is the root of the schema elements hierarchy in the 
KCPM metamodel. We decided to associate the QualityCharacteristic to this 
abstract meta-class and enhance this association using the Constraint associa-

name
value_type

QualityCharacteristic

* *
name
description 

ModelingElement 

sequencing
description
applicability
decisionOperator
threshold

Constraint
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tive meta-class. The meta-attributes characterizing the quality requirement con-
straint are as follows:  
1. “sequencing” reflects the temporal and conditional dependencies between 

base and quality concern elements [3]. The set of possible values reflecting 
these dependencies includes “before”, “after”, “wrap”, “instead”, “concur-
rently”, “if”, and “if not”.  

2. “applicability” represents applicability condition for this requirement (e.g. 
“during peak hours”, “during startup and shutdown”, “if the system is in 
the safe mode” etc.) 

3. “description” contains the description of the requirement. For imprecise 
requirements, this meta-attribute is supposed to contain all the information 
available for the requirement, e.g. “the system must be secure”. For re-
fined requirements, the following two meta-attributes will be used as well. 

4. “decisionOperator” contains the operator which needs to be applied to the 
threshold value to determine if the requirement is satisfied or not (e.g. 
“equals”, “less” or more complicated operators)  

5. “threshold” contains the threshold value.  
Fig.3 shows the fragment of a constraint glossary representing quality re-

quirement. We suppose thing-type Order and cooperation-type Order depart-
ment checks articles are already defined in a model. 

 
id# quality 

charac-
teristic 

functional 
element 

sequen-
cing  

description appli-
cabil-

ity

decision 
operator

thresh-
old

C02 Q04-1-1, 
Response 

time 

E01, Order 
department 
checks articles

wrap the response 
time must be 

short

during 
peak 

hours

less 0.5

 
Figure 3: Quality requirements in the QAPM constraint glossary 

 
4. Model Integration. The QAPM is supposed to be integrated into wider con-
text of Quality-Driven Software Process – specialized software process aimed 
at integrating quality into all the stages of the software development from re-
quirements elicitation to code generation. In this section, we take a detailed look 
at various aspects of this integration.  
 
4.1. QAPM Information Suppliers. Our model obtains its input information 
from the requirements elicitation stage of the software process. In the frame-
work of the quality-driven software process, we plan to support this stage 
(Quality Requirements Elicitation) with some special techniques. 

For example, when natural language requirements specifications are avail-
able and the stakeholders trust them, it is possible to elicit quality requirements 
from these specifications using NLP algorithms and transfer their semantics into 
QAPM glossaries ([14] represents a preliminary technique aimed at this goal). 

Another technique is supposed to be used if the formal requirements speci-
fications are difficult to obtain or cannot be completely trusted. The proposed 
approach collects the stakeholders experience allowing them to assess the quali-
ties of the system under development interactively in context of its usage proc-
esses. To achieve this, it is planned to construct a special tool [18] implement-
ing an interactive simulation environment. In this environment, stakeholders 
can experience the qualities of the system under development in context of the 
usage processes carried out in their organizations and make assessments of 
these qualities. These assessments will serve as sources of the quality require-
ments. The semantics of the requirements elicited via this environment can also 
be transferred into QAPM glossaries.  

 
4.2. QAPM Information Consumers. Information represented in QAPM glos-
saries is planned to serve as a source for two other steps of the Quality-Driven 
Software Process: Quality-Driven Architecture Design and Quality-Driven 
Code Generation. 

For the architecture design step of the software process it is planned to im-
plement a tool for creating architecture of the system under development that 
entails that system to have the required qualities. This problem is broken down 
into the set of problems related to selecting a software architecture artifact 
which possesses the desired qualities (artifact selection) while reaching an 
agreement between the desired system quality and the resource constraints (arti-
fact negotiation). Paper [10] describes a technique supporting the quality-based 
selection of specific development artifacts (BPM methodologies). For quality-
driven software process, it will be generalized to cover all the software artifacts. 
We plan to obtain the information about the desired qualities controlling the 
artifact selection and negotiation from QAPM quality model.  

For the code generation step it is planned to implement a tool for creating 
the code of the system under development in a way that complies with the ar-
chitecture worked out earlier. To achieve this goal, it is planned to utilize the 
power of modern code-generation techniques (such as OO-Method [17]) by 
finding the way to adapt quality-related information so it can influence some 
aspects of the code generation. To be able to perform actual quality-driven code 
generation, it is planned to integrate the concepts related to quality into OO-
Method (its notation, methodology, and abstract execution model). For initial 
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representation of quality-related information, we plan to use QAPM enhancing 
the approach from [11], which suggests using original KCPM for this purpose. 

 
5. Conclusions and Future Work. In this paper, we outlined the basic con-
cepts of a quality-aware intermediate model allowing capturing quality re-
quirements semantics into glossary entries that can be verified by the end users. 
This model can serve as a source for information necessary on other stages of 
the quality-driven software process. In fact, we plan to use this model as core 
“scratch pad” of the problem domain for this process. In future, we plan to 
implement a software tool supporting this model, as well as perform all the 
described actions necessary to integrate QAPM into the software process. 
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GRAPHICS TECHNOLOGY TO MODEL THE PROBLEMS OF 
CALCULUS USING ANALYTICAL GEOMETRY 

 
Ця стаття містить опис деяких методів візуалізації, що дають можливість використовувати 
технології комп‘ютерної графіки для моделювання задач математичного аналізу та аналітич-
ної геометрії. Детально розглядаються питання використання комп‘ютерних зображень та 
робиться огляд використання комп‘ютерної анімації для цієї візуалізації. 
 
The paper contains some general background and some of the visualization methods that have been 
used to bring computer graphics technology to model mathematical problems of Calculus with 
Analytical Geometry. Computer-generated images have been length and breath of the paper as a 
source of additional background information on visual mathematics and an overview of selected 
animations concerned with mathematical visualization. 
 
1. Introduction. The intention of this paper is to show the natural interrelation-
ship between calculus mathematics and computer graphics. This article will 
concentrate for the most part in IT perspective on the progress, techniques, and 
prospects of mathematical visualization, emphasizing those areas of 2D and 3D 
geometry where interactive paradigms are of growing importance. [1] 

Due to substantial changes that technology has brought in the recent years, 
instruction in mathematics will have to catch up with the new circumstances or 
else become increasingly irrelevant. With added pressure from rapid develop-
ment in Multimedia, it is even more demanding to train our students to think 
clearly, critically, constructively, and creatively about problems they might 
encounter in real world. It is our job to help students to gain the ability to use 
mathematical methods and tools whenever they seem appropriate and helpful. 
Computer oriented mathematics courses should focus more on cooperative 
learning, problem solving, and investigative learning as an important part of 
education.  
 
2. Computer Algebraic System. In the mid-eighties the availability of CAS for 
personal computers attracted mathematics educators to the possibility of using 
them in the classroom. CAS technology with its powerful combination of nu-
meric and symbolic computation, colorful 2D & 3D graphics as in figure 1 and 
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